# 题目

给定一个整数 n，求以1 ...n为节点组成的二叉搜索树有多少种？

**示例:**

输入: 3

输出: 5

解释:

给定 n = 3, 一共有 5 种不同结构的二叉搜索树:
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# 分析

## 方法一：递归

可以考虑使用递归来计算二叉搜索树的种数。对于每个节点值i，可以将其作为根节点，左子树的节点值范围为 [1, i-1]，右子树的节点值范围为[i+1, n]。然后分别计算左右子树的二叉搜索树种数，将其相乘即可得到以i为根节点的二叉搜索树的种数。

以下是使用递归实现的代码：

class Solution {

public:

int numTrees(int n) {

return count(1, n);

}

int count(int start, int end) {

if (start >= end) {

return 1;

}

int totalCount = 0;

for (int i = start; i <= end; i++) {

int leftCount = count(start, i - 1);

int rightCount = count(i + 1, end);

totalCount += leftCount \* rightCount;

}

return totalCount;

}

};

这个递归算法的时间复杂度较高，为指数级别的复杂度，不推荐在 `n` 较大时使用。如果需要更高效的解法，建议使用动态规划。

## 方法二：动态规划

这是一个经典的动态规划问题，可以使用动态规划来解决。定义一个数组dp，其中dp[i]表示由i个节点组成的不同二叉搜索树的种数。初始时dp[0] = 1，因为空树也算一种二叉搜索树。

对于每个i，我们可以遍历1到i，以每个数字j作为根节点，将树分为左右子树，左子树有j-1个节点，右子树有i-j个节点。则以j为根节点的二叉搜索树的种数为dp[j-1] \* dp[i-j]。最后将所有情况累加起来即可。

以下是实现这个算法的代码：

class Solution {

public:

int numTrees(int n) {

vector<int> dp(n + 1, 0);

dp[0] = 1;

for (int i = 1; i <= n; i++) {

for (int j = 1; j <= i; j++) {

dp[i] += dp[j - 1] \* dp[i - j];

}

}

return dp[n];

}

};

这个算法的时间复杂度是 O(n^2)，其中 n 是节点数。

class Solution {

public:

int numTrees(int n) {

vector<int> G(n + 1, 0);

G[0] = 1;

G[1] = 1;

for (int i = 2; i <= n; ++i) {

for (int j = 1; j <= i; ++j) {

G[i] += G[j - 1] \* G[i - j];

}

}

return G[n];

}

};